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Abstract—In recent years, there has been a demand for Web applications with complex functions. In addition, most web applications efficiently manage data based on databases. While the key and critical dimension of developing these Web applications is analysis and design, most object-oriented analysis and design methods do not have a consistent view of the database. In addition, Java Enterprise Edition (EE)-based technologies are used in Web application implementations, but they do not provide any correlation with the database. On the other hand, as users’ demands for security increase, security becomes more important. To this end, Java EE and database systems provide security solutions. However, it does not provide any correlation with object-oriented analysis and design methodology. As a result, it is difficult to develop secure web applications in a consistent way from analysis to implementation. In this paper, we propose a consistent software development methodology from analysis to implementation of secure web applications. The proposed software development methodology for web application development uses UMLsec, a security-emphasized modeling language, and object-relational (O-R) mapping for relational database design. It also uses Java servlets and SQL to implement analysis and design results based on role-based access control (RBAC). The software development methodology for the secure web application proposed in this paper has been applied to the development of the online banking system, from the design stage of the user’s requirements analysis to the implementation of the web application.
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I. INTRODUCTION

As security-related requirements are growing, the importance of security also has been gradually increasing. Thus, it is essential to derive security issues from the beginning of the analysis and consistently consider those issues from design to implementation [1], [2]. Java EE and the database provide solutions to resolve those security issues such as role-based access control. However, if we do not consider security from the analysis and design, those solutions of Java EE and the database can be used inconsistent ways to produce a vulnerable web application from cyber-attacks [3]–[5]. Therefore, we propose a software development methodology for a secure web application. This methodology reflects security consistently from requirement analysis to implementation with CBD (Component Based Development), UMLsec, and O-R mapping [6]. Implementation for security is based on role-based access control using Java EE, and DDL (Data Definition Language) and DCL (Data Control Language) of SQL.

The rest of this article is organized as follows: Section 2 introduces related works. Section 3 explains proposed a software development methodology for secure web application and applies the proposed methodology on a banking system for the verification of the methodology. Finally, Section 4 concludes this paper.

II. MATERIAL AND METHOD

A. Object-oriented analysis and design methodologies

The goal of the CBD methodology is to develop software systems based on components that can respond appropriately to changes in requirements that the user wants [7]. On the other hand, it is possible to create an object-oriented
B. The design methodology of the Relational Database

The information engineering methodology has been widely used to design a relational database [8]. Concerning security matters, the database system supports role-based access control technologies. However, the information engineering methodology does not consider the security matters at the initial stage of design, and as a consequence, it cannot provide consistency in security throughout the entire development process.

III. RESULTS AND DISCUSSION

In this paper, we propose a software development methodology for secure web applications. The proposed methodology adds the definition of security requirements in the requirements analysis as shown in Fig. 1, and the definition of the added requirements uses UMLsec. Also, UMLsec is used to emphasize security in the analysis and design phase. Also, O-R mapping is applied to relational database design. Finally, in the implementation phase, we implemented the role-based access control using Java EE, DDL and DCL syntax based on the result of the previous step. The requirements other than security were designed by applying the CBD methodology.

A. Requirement Analysis

I) Writing Requirement List: Through the requirements definition phase, users are identified and verified for the requirements they have with the software. At this stage, not only basic requirements but also security requirements are derived [6], [9]. Table 1 lists some of the requirements of the online banking system, including the requirements definition of security requirements.

<table>
<thead>
<tr>
<th>Requirement List</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>The user can use the lookup service.</td>
<td></td>
</tr>
<tr>
<td>The lookup service can check balance, check transaction list, check history, and download.</td>
<td></td>
</tr>
<tr>
<td>The user can pay a variety of taxes using the payment service.</td>
<td></td>
</tr>
<tr>
<td>Users may use transaction services.</td>
<td></td>
</tr>
<tr>
<td>Transaction service is a function that includes functions such as money transfer.</td>
<td></td>
</tr>
<tr>
<td>Administrators have overall access to the system through the management function, and can also create and delete new accounts, adjust balances, cancel transactions, and set user ratings.</td>
<td></td>
</tr>
<tr>
<td>Can set system permissions for specific users.</td>
<td></td>
</tr>
<tr>
<td>This system is only used with login.</td>
<td></td>
</tr>
<tr>
<td>This system must have to data management and protection.</td>
<td></td>
</tr>
</tbody>
</table>

Table 2 can make a detailed definition only the requirement of security from the requirement list in Table 1. Table 2 has 4 security types. Number 1 is for the authority of an administrator. Number 2 and 3 is for certification, authorization. Number 4 is necessary for data integrity and confidentiality.

<table>
<thead>
<tr>
<th>Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Security</td>
<td>Administrators have overall access to the system through management function and can also create and delete new accounts, adjust balances, revoke Deal, and set user ratings.</td>
</tr>
<tr>
<td>This system is only used with login.</td>
<td></td>
</tr>
<tr>
<td>Administrators can set a system rating for specific users.</td>
<td></td>
</tr>
<tr>
<td>This system must have to data management and protection.</td>
<td></td>
</tr>
</tbody>
</table>

The use case is a list of steps to perform a task and a way to capture the requirements of new software or a software revision [6], [9]. The use cases are created according to the list of some user requirements of the online banking system defined in Table 1, and the security requirements are expanded by applying the UMLsec methodology [2]. After writing a use case, we should stipulate a summary, actors, priority, pre/post conditions, a scenario, and non-functional requirements for each item of the use case [9]. Furthermore, for the security use case, we should write security issues concisely and clearly in non-functional requirements by referring to Table 1. When creating a use case model, each function that the system will provide is expressed by a use case, and the actor represents an entity outside the system that interacts with the use case. To visualize the model, we use the use case diagram of UML [9], [10].
2) Writing Use Case: The use case is a list of steps to perform a task and a way to capture the requirements of new software or a software revision [6], [9]. The use cases are created according to the list of some user requirements of the online banking system defined in Table 1, and the security requirements are expanded by applying the UMLsec methodology [2]. Table 3 is part of the use case of the online banking system. Table 4 shows the extended use case for security.

<table>
<thead>
<tr>
<th>Use case</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Register</td>
<td>Users who will use the system must register.</td>
</tr>
<tr>
<td>Login</td>
<td>Users who will be using the system must log in.</td>
</tr>
<tr>
<td>Rating setting</td>
<td>The administrator sets the user's rating.</td>
</tr>
</tbody>
</table>

Table III LIST OF USE CASE.

Table IV USE CASE WITH SECURITY REQUIREMENT.

<table>
<thead>
<tr>
<th>Use Case: Rating Setting</th>
</tr>
</thead>
<tbody>
<tr>
<td>Risks related to actors</td>
</tr>
<tr>
<td>- Users can verify their information. Administrators can view and edit information for all users.</td>
</tr>
<tr>
<td>I/O data that requires security &amp; I/O data that does not require security</td>
</tr>
<tr>
<td>The behavior of modify system</td>
</tr>
<tr>
<td>- The user must have a register.</td>
</tr>
<tr>
<td>- The certification process is a step that the user must take. Otherwise, the user will not use the system.</td>
</tr>
<tr>
<td>- The system should output an error message when the information entered during the authentication step is incorrect.</td>
</tr>
<tr>
<td>- Administrator set the User access rating.</td>
</tr>
<tr>
<td>- The user can see the result of the system.</td>
</tr>
</tbody>
</table>

3) Elaboration of Use Case Model

After writing a use case, we should stipulate a summary, actors, priority, pre/post conditions, a scenario, and non-functional requirements for each item of the use case [9]. Furthermore, for the security use case, we should write security issues concisely and clearly in non-functional requirements by referring to Table 2. The use cases of security requiring grading described by Table 5. The variety of situations, i.e., scenarios was written by use case description [9]. Table 6 is a general scenario for setting the use case user's ratings.

<table>
<thead>
<tr>
<th>Item</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>Rating Setting</td>
</tr>
<tr>
<td>Summary</td>
<td>Administrators can set access for each user.</td>
</tr>
<tr>
<td>Relevant Actors</td>
<td>Main Actor Administrator</td>
</tr>
<tr>
<td>Priority</td>
<td>Importance 1 (High)</td>
</tr>
<tr>
<td>Difficulty</td>
<td>Difficulty 1 (High)</td>
</tr>
<tr>
<td>Preconditions</td>
<td>- The user must log in with the administrator account.</td>
</tr>
<tr>
<td></td>
<td>- The user you want to set up must be registered.</td>
</tr>
<tr>
<td>Postconditions</td>
<td>- The user’s login status should not be released.</td>
</tr>
<tr>
<td></td>
<td>- Through the system, the administrator can check the changed user information.</td>
</tr>
<tr>
<td></td>
<td>- The rating of the changed user must be recorded in the system.</td>
</tr>
<tr>
<td>Scenario</td>
<td>General scenario betwixt the system and actor</td>
</tr>
</tbody>
</table>

Table V USE CASE DESCRIPTION FOR RATING SETTING.

<table>
<thead>
<tr>
<th>Item</th>
<th>Security requirement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Priority</td>
<td>- All systems are accessible by the administrator.</td>
</tr>
<tr>
<td>Difficulty</td>
<td>- Administrators can set system access for specific users.</td>
</tr>
</tbody>
</table>

Fig. 2 Use case model for an online banking system.
The user must be Sign up.
- The user input the ID and password for the administrator on
the login page then presses the button.
- The system displays the administrator page. The
administrator chooses the rating setting from the
administrator page.
- On the rating setting page, you can see the rating of the user.
  To change the rating, press the rating setting button.
- The system displays the detailed rating information page.
  Display information page: rating, name, ID
- When the rating is modified, the administrator presses the
  OK button. The system has two functions such as save the
  changed data and update the detailed rating data page.
- To go to the previous page click the revoke.

4) Writing Use Case Model

When creating a use case model, each function that the
system provides are represented by use cases, and actors
represent entities outside the system that interact with use cases. To visualize the model, we use the use case diagram
of UML, which shows the relationship between actors and
use cases [9], [10]. Fig. 2 was written the use case model of
the online banking system.

B. System Analysis and Design

Identification of each element of the system to satisfy the
user’s requirements can be performed at the system analysis,
and the design stage can be based on the requirements model
of the previous step [9]. Fig. 3 is the system analysis and
design process of a software development methodology for
the proposed secure web application.

The textual analysis of the use case is a method to extract
required classes for the system from the general scenario of
a use case which is written based on requirements from users
[6], [9]. Boundary, control, and entity classes can be
extracted by analysis of the use case body. Boundaries
classes are extracted from phrases as if ~ screen and nouns
are having permanency are extracted as entity classes.

Boundary classes cannot access entity classes directly, so
control classes are used for business and control logic [9].
Next, individual actors must have access by use case as
described in [2]. In this phase, one can describe clearly about
access rights for use cases based on the security use case
description and the general use case description [11]. The
created access policy represents the access right to the class
diagram to be derived later. Table 7 defines access policies
for some use cases of online banking systems.

<table>
<thead>
<tr>
<th>ACTOR</th>
<th>Access Policy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Register</td>
<td>X X X</td>
</tr>
<tr>
<td>Login</td>
<td>X X X</td>
</tr>
<tr>
<td>Manage Account</td>
<td>P X X</td>
</tr>
<tr>
<td>Check Balance</td>
<td>P X X</td>
</tr>
<tr>
<td>Check List of Deals</td>
<td>P X X</td>
</tr>
<tr>
<td>Download List of Deals</td>
<td>P X X</td>
</tr>
<tr>
<td>Charge Payment</td>
<td>X - X</td>
</tr>
<tr>
<td>Create Account</td>
<td>- - X</td>
</tr>
<tr>
<td>Delete Account</td>
<td>- - X</td>
</tr>
<tr>
<td>Modify Balance</td>
<td>- X X</td>
</tr>
<tr>
<td>Cancel Deals</td>
<td>- - X</td>
</tr>
<tr>
<td>Rating setting</td>
<td>- - X</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>ALL ACCESS</th>
<th>X</th>
</tr>
</thead>
</table>

After writing the access policy, we should describe an
analysis class diagram by textual analysis of a use case
scenario: extracting classes and defining relationships of the
classes. Classes derived from use cases with security
requirements are classes that emphasize security. Each class
creates an access policy as shown in Table 7 according to the
UMLsec methodology in the << secrecy >> stereotype.

In the refinement of the analysis class diagram, the use
case scenario is further analyzed in text based on the
security-enhanced class diagram derived from the previous
activity, and the attributes and operations of each analysis
class are defined [8], [10].

1) Applying to MVC Pattern based on Java EE

Apply the MVC pattern to the detail analysis class as ⊗ -
⊗[6].
⊗ The class using the << entity >> stereotype is mapped
to Model.
⊗ Class that uses << boundary >> stereotype is implemented as JSP etc. as View.
⊗ << control >> A class that uses stereotypes is implemented as a servlet in the role of the controller.
⊗ << secrecy >> Classes that use stereotypes are classes
that should be emphasized security. If used with << control >> and << boundary >> stereotypes, implement them
by using role-based access control of Java EE. If it is used
with << entity >> stereotype, it is implemented using role-
based access control of the database.

2) Design Method of Relational Database

The design of a relational database is performed through
O-R mapping. O-R mapping allows you to convert analytic
class diagrams derived from OOAD (object-oriented
analysis and design) methodologies into relational data
models. By using Table 8, the class diagram can be
converted to a relational database schema [12]–[14].
TABLE VIII
O-R MAPPING FOR CONVERSION TO RELATIONAL DATABASE

- The class is mapped to the table.
- The class attribute is mapped to a column of the table.
- The class attribute type is mapped to column type of table.
- For the classes having no generalization, the primary integer key is created. For [oid],[oid] tag column is added to primary key constraint.
- Subclasses add each parent key to the constraints of the primary key and foreign key.
- If an attribute contains {nullable} tag, NULL or NOT NULL is added in the table attribute.
- If an attribute has an initial value, DEFAULT is added in the column.
- Association classes add primary key for each role perform table to the constraint of a primary key and foreign key.
- If [alternate oid=<n>] tag is found, column for UNIQUE constraint is added.
- CHECK is added on each specified constraint.
- The foreign key is created in the table wherein a referring is made in association with 0.1 and 1.1 rule.
- Primary key, for the complex set having a foreign key of settable, is created. For the primary key, an additional column is added.
- For optimization, binary association classes are moved to an adequate "N" side table.
- Triple association, which is not an association class is, created by N: N table.
- In N: N and triple associations, the constraint for primary key and foreign key are added from the key for role perform table.
- 16. For many-to-many association having no associate-ion class, primary key and foreign key are created.

C. Implementation

Because << control >> and << secrecy >> are used in the 'User Management' class associated with the 'Set Rating' use case, define roles to enforce the security mechanisms of Java EE. Table 9 defines roles for authentication and authorization. Table 10 shows the contents of the authentication. As mentioned above, there are four ways of CLIENT-CERT, DIGEST, FORM, and BASIC. In this paper, authentication is implemented as a FORM in '<form-login-page>' and '<form-error-page>', and if the authentication is FORM, then developers can define to open the arbitrarily created pages. Fig. 5 shows the authentication for the FORM implementation. It shows the random login error page when an unregistered user login.

TABLE IX
ROLE DEFINING

- Tomcat-user.xml
  <? xml version='1.0' encoding='utf-8'?>
  ...
  password="admin1234" roles="admin"/>
  ...
  </tomcat-users>

TABLE X
IMPLEMENTATION OF AUTHENTICATION

- web.xml
  <login-config>
    <auth-method>FORM</auth-method>
    <form-login-config>
      <form-login-page>/login.jsp</form-login-page>
    </form-login-config>
    <form-error-page>/loginerror.html</form-error-page>
  </login-config>

Table 11 and Table 12 lists the authorization steps. For requests to servlets, you must map the appropriate role to the deployment descriptor. Accessible resources and available HTTP methods must be specified. If a user who is not an administrator tried to access a management page, an error page is opened like in Fig. 5. Fig. 6 shows a customer management page, which is opened when an administrator accesses the page properly. The page is accessed through HTTPS for confidentiality and data integrity.

TABLE XI
REGISTRATION OF ROLE

- Web.xml
  <security-role>
    <role-name>admin</role-name>
  </security-role>

- Web.xml
  <url-pattern>/admin/Member.jsp</url-pattern>
  <http-method>GET</http-method>
  <http-method>POST</http-method>

TABLE XII
DEFINING OF RESTRICTION

Table 13 shows the user Information’ table, one of the table schema converted through O-R mapping, created by ‘CREATE TABLE’ command of DDL syntax of SQL. As <<secrecy>> stereotype was applied during the design process, all the classes of created tables are security emphasized ones. So, for each table, the role-based access control can be configured by the ‘GRANT’ command of DCL syntax of SQL. Table 14 shows the access control schema for ‘User’ and ‘Administrator’ roles.

TABLE XIII
INFORMATION_USER’ TABLE

CREATE TABLE information_user (id_num INTEGER PRIMARY KEY, id_u VARCHAR(10) NOT NULL, password_u INTEGER NOT NULL, name_u VARCHAR(12) NOT NULL, cellphone_u VARCHAR(15) NOT NULL, address_u VARCHAR(30) NOT NULL, grade_u VARCHAR(6) NOT NULL, acc_num_u INTEGER REFERENCE account, tran_num_u INTEGER REFERENCE transaction, CONSTRAINT info_PK PRIMARY KEY (id_num, acc_num_u, tran_num_u));
The software development methodology for the secure web application proposed in this paper provides a consistent analysis and design method for security, which is different from the existing OOAD methodology and provides correlation with Java EE and database, which UMLsec cannot provide, do. Accordingly, we proposed 'A software development methodology for a secure web application,' which is applied to the existing OOAD methodology, security, Java EE, and database.

We verified the efficacy of the proposed methodology by examples of the online banking system. Using authentication, we can prevent attacks that try to disguise an unauthorized user as an authorized user, like in Fig. 4. Using authorization, we can prevent one who tries to conceal one’s grade, like in Fig. 5. Using confidentiality and data integrity, we can prevent one who tries to edit or eavesdrop important user information, like in Fig. 6.

![Fig. 6 Customer management page](image)

### IV. CONCLUSIONS

This paper proposes an integrated software development methodology for a secure web application. To this end, security emphasized modeling language UMLsec and O-R mapping for relational database design is used. Also, to implement the analysis and design results of security, we implemented the role-based access control using DDL and DCL syntax of Java EE and SQL. Accordingly, the security application was reflected then a consistent method was to the entire system development cycle.

A software development methodology for a secure web application proposed in this paper provides a consistent analysis and design method for security that was not provided by existing OOAD methodology. Also, the association with Java EE and database that UMLsec does not provide is also provided through role-based access control. Therefore, it is possible to securely and consistently analyze and design the pre-system development cycle by firmly presenting the existing OOAD methodology, security, then the correlation between Java EE and relational database. Our methodology is verified by applying it to the development of an online banking system.
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